**ASSIGNMENET-1**

1. **Explain Algorithm Specifications.**

An algorithm is a finite set of instructions that, if followed, accomplishes a particular task. In addition, all algorithms must satisfy the following criteria:

(1) Input. There are zero or more quantities that are externally supplied.

(2) Output. At least one quantity is produced.

(3) Definiteness. Each instruction is clear and unambiguous.

(4) Finiteness. If we trace out the instructions of an algorithm, then for all cases, the algorithm terminates after a finite number of steps.

(5) Effectiveness.

Every instruction must be basic enough to be carried out, in principle, by a person using only pencil and paper.

1. **Explain Time Complexity and Space complexity**

###### Time Complexity:

The time needed by an algorithm expressed as a function of the size of a problem is called the *time complexity* of the algorithm. The time complexity of a program is the amount of computer time it needs to run to completion.

The limiting behavior of the complexity as size increases is called the asymptotic time complexity. It is the asymptotic complexity of an algorithm, which ultimately determines the size of problems that can be solved by the algorithm.

###### Space Complexity:

The space complexity of a program is the amount of memory it needs to run to completion. The space need by a program has the following components:

**Instruction space:** Instruction space is the space needed to store the compiled version of the program instructions.

**Data space:** Data space is the space needed to store all constant and variable values. Data space has two components:

* + - Space needed by constants and simple variables in program.
    - Space needed by dynamically allocated objects such as arrays and class instances.

**Environment stack space:** The environment stack is used to save information needed to resume execution of partially completed functions.

**Instruction Space:** The amount of instructions space that is needed depends on factors such as:

* + - * The compiler used to complete the program into machine code.
      * The compiler options in effect at the time of compilation
      * The target computer.

1. **Explain 8 Queens Problem**

N-Queens Problem:

Let us consider, N = 8. Then 8-Queens Problem is to place eight queens on an 8 x 8 chessboard so that no two “attack”, that is, no two of them are on the same row, column, or diagonal.

All solutions to the 8-queens problem can be represented as 8-tuples (x1, . . . . , x8), where xi is the column of the ith row where the ith queen is placed.

The explicit constraints using this formulation are Si = {1, 2, 3, 4, 5, 6, 7, 8}, 1 < i <

1. Therefore the solution space consists of 88 8-tuples.

The implicit constraints for this problem are that no two xi‟s can be the same (i.e., all queens must be on different columns) and no two queens can be on the same diagonal.

This realization reduces the size of the solution space from 88 tuples to 8! Tuples.

The promising function must check whether two queens are in the same column or diagonal:

Suppose two queens are placed at positions (i, j) and (k, l) Then:

* + Column Conflicts: Two queens conflict if their xi values areidentical.
  + Diag 45 conflict: Two queens i and j are on the same 450 diagonal if:

i – j = k – l.

This implies, j – l = i – k

* + Diag 135 conflict:

i + j = k + l.

This implies, j – l = k – i

Therefore, two queens lie on the same diagonal if and only if:

j - l = i – k 

Where, j be the column of object in row i for the ith queen and l be the column of object in row „k‟ for the kth queen.

To check the diagonal clashes, let us take the following tile configuration:

**\***

**\***

**\***

**\***

**\***

**\***

**\***

**\***

In this example, we have:

|  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- |
| i | 1 | 2 | 3 | 4 | 5 | 6 | 7 | 8 |
| xi | 2 | 5 | 1 | 8 | 4 | 7 | 3 | 6 |

Let us consider for the case whether the queens on 3rd row and 8th row are conflicting or not. In this

case (i, j) = (3, 1) and (k, l) = (8, 6). Therefore:

j - l = i – k   1 - 6 = 3 – 8 

 5 = 5

In the above example we have, j - l = i – k , so the two queens are attacking. This is not a solution.

1. **Explain About Disjoint Set Operations**

Disjoint Set Operations Set:

A set is a collection of distinct elements. The Set can be represented, for examples, as S1={1,2,5,10}.

Disjoint Sets:

The disjoints sets are those do not have any common element.

For example S1={1,7,8,9} and S2={2,5,10}, then we can say that S1 and S2 are two disjoint sets.

Disjoint Set Operations:

The disjoint set operations are

* 1. Union
  2. Find

Disjoint set Union:

If Si and Sj are tow disjoint sets, then their union Si U Sj consists of all the elements x such that x is in Si or Sj.

Example:

S1={1,7,8,9} S2={2,5,10}

S1 U S2={1,2,5,7,8,9,10}

Disjoint Union:

To perform disjoint set union between two sets Si and Sj can take any one root and make it sub-tree of the other. Consider the above example sets S1 and S2 then the union of S1 and S2 can be represented as any one of the following.

Find:

To perform find operation, along with the tree structure we need to maintainthe name of each set. So, we require one more data structure to store the set names. The data structure contains two fields. One is the set name and the other one is the pointer to root.

**ASSIGNMENET-2**

1. **What are the applications of BackTracking**

Applications of Backtracking Algorithm

The backtracking algorithm has the following applications:

### 1. To Find All Hamiltonian Paths Present in a Graph.

A Hamiltonian path, also known as a Hamilton path, is a graph path connecting two graph vertices that visit each vertex exactly once. If a Hamiltonian way exists with adjacent endpoints, the resulting graph cycle is a Hamiltonian or Hamiltonian cycle.

**2.** To Solve the N Queen Problem**.**

* The problem of placing n queens on the nxn chessboard so that no two queens attack each other is known as the n-queens puzzle.
* Return all distinct solutions to the n-queens puzzle given an integer n. You are free to return the answer in any order.
* Each solution has a unique board configuration for the placement of the n-queens, where 'Q' and. '' represent a queen and a space, respectively.

### 3. Maze Solving Problems

There are numerous maze-solving algorithms, which are automated methods for solving mazes. The random mouse, wall follower, Pledge, and Trémaux's algorithms are used within the maze by a traveler who has no prior knowledge of the maze. In contrast, a person or computer programmer uses the dead-end filling and shortest path algorithms to see the entire maze at once.

### 4. The Knight's Tour Problem

The Knight's tour problem is the mathematical problem of determining a knight's tour. A common problem assigned to computer science students is to write a program to find a knight's tour. Variations of the Knight's tour problem involve chess boards of different sizes than the usual n x n irregular (non-rectangular) boards.

**\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_**

1. **Explain Non Deterministic Algorithm**

A non-deterministic algorithm can provide different outputs for the same input on different executions. Unlike a deterministic algorithm which produces only a single output for the same input even on different runs, a non-deterministic algorithm travels in various routes to arrive at the different outcomes.

Non-deterministic algorithms are useful for finding approximate solutions, when an exact solution is difficult or expensive to derive using a deterministic algorithm.

One example of a non-deterministic algorithm is the execution of concurrent algorithms with race conditions, which can exhibit different outputs on different runs. Unlike a deterministic algorithm which travels a single path from input to output, a non-deterministic algorithm can take many paths, with some arriving at the same outputs, and others arriving at different outputs. This feature is mathematically used in non-deterministic computation models like non-deterministic finite automaton.

A non-deterministic algorithm is capable of execution on a deterministic computer which has an unlimited number of parallel processors. A non-deterministic algorithm usually has two phases and output steps. The first phase is the guessing phase, which makes use of arbitrary characters to run the problem.

The second phase is the verifying phase, which returns true or false for the chosen string. There are many problems which can be conceptualized with help of non-deterministic algorithms including the unresolved problem of P vs NP in computing theory.

Non-deterministic algorithms are used in solving problems which allow multiple outcomes. Every outcome the non-deterministic algorithm produces is valid, regardless of the choices made by the algorithm during execution.

**\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_**

1. **What are Np hard and Np complete**

A problem is in the class NPC if it is in NP and is as **hard** as any problem in NP. A problem is **NP-hard** if all problems in NP are polynomial time reducible to it, even though it may not be in NP itself.

![NP-hard](data:image/png;base64,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)

If a polynomial time algorithm exists for any of these problems, all problems in NP would be polynomial time solvable. These problems are called **NP-complete**. The phenomenon of NP-completeness is important for both theoretical and practical reasons.

## Definition of NP-Completeness

A language **B** is ***NP-complete*** if it satisfies two conditions

* **B** is in NP
* Every **A** in NP is polynomial time reducible to **B**.

If a language satisfies the second property, but not necessarily the first one, the language **B** is known as **NP-Hard**. Informally, a search problem **B** is **NP-Hard** if there exists some **NP-Complete** problem **A** that Turing reduces to **B**.

The problem in NP-Hard cannot be solved in polynomial time, until **P = NP**. If a problem is proved to be NPC, there is no need to waste time on trying to find an efficient algorithm for it. Instead, we can focus on design approximation algorithm

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

1. **Explain Applications of Dynamic Programming**

Dynamic programming is a technique that breaks the problems into sub-problems, and saves the result for future purposes so that we do not need to compute the result again. The subproblems are optimized to optimize the overall solution is known as optimal substructure property. The main use of dynamic programming is to solve optimization problems. Here, optimization problems mean that when we are trying to find out the minimum or the maximum solution of a problem. The dynamic programming guarantees to find the optimal solution of a problem if the solution exists.

**Applications of Dynamic Programming**

1. **OptimalBinary sSearch Tree**
2. **0/1 Knapsack problem**
3. **All Pairs Shortest Path**
4. **Reliabilty Design**
5. **Travelling Sales man Problem**

**\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_**